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Abstract

Biological systems are mastering the art of composing cells into colonies,
tissues, and organisms. This article reviews striking similarities and differ-
ences between such biological systems and distributed computing systems,
where computational units are composed to form larger systems with the
goal of increasing computational power, enhancing system robustness, or
overcoming spatial distances.

A problem that recurs in many contexts in distributed systems is ob-
taining a consistent view of part of the system by its agents. Such prob-
lems, known as agreement problems in distributed computing, have been
extensively studied across different computational models, varying, for
example, in the extent to which the network is stable or dynamic.

Motivated by the importance of agreement problems, we discuss exam-
ples ranging from simple to more complex cases, the latter in the context
of optimization: agents solving graph optimization problems, searching
for optima in arbitrary loss landscapes, and applying gradient-based tech-
niques closely related to widely adopted artificial neural networks.

We then discuss the reverse direction: distributed systems imple-
mented with biological material. In particular, we detail a theoretical
distributed computing model and algorithm targeted toward implemen-
tation in bacterial populations.

We conclude with an outlook on what we consider the beginning of a
promising intersection between distributed computing and biology, high-
lighting opportunities for both understanding natural systems and engi-
neering novel distributed systems, both biological and in silico.

Keywords: distributed computing; biological analogies; agreement; optimiza-
tion; graph algorithms; biological distributed systems
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1 Introduction

Developing technical solutions by seeking inspiration from existing biological
solutions has a long history with a prominent example being the history of
aviation inspired by the flight of birds. Like mechanical engineering, computer
science has drawn inspiration from biology, and conversely, computer science
has developed computational methods that are now state-of-the-art in biological
research.

Previous reviews have examined the relation between computer science and
biology, highlighting the inherent distributed nature of biological entities and
systems. Navlakha and Bar-Joseph [1] identify a convergence between the dis-
ciplines of computer science and biology: while early interdisciplinary work was
primarily in processing of biological data, they see a potential for biological
models obtained with a computer science perspective and algorithms in com-
puter science that stem from a more detailed view on biological systems. They
discuss examples from the domains of coordination, computation on networks,
and vision. In a later review [2], Navlakha and Bar-Joseph further detail the
distributed nature of biological systems from a communication and network
perspective: they mention that, presumably due to the historical motivation of
the theory of distributed computing by computer systems, system models with
relatively powerful communication means have been studied. For example, it is
often assumed that a computing node can send arbitrarily long binary messages
addressed to specific nodes. Theoretical work on restricted forms of communi-
cation [3, 4, 5, 6] identified collision problems in wireless networks and was later
extended to bio-inspired contexts. Navlakha and Bar-Joseph further observe
that networks considered in theoretical settings are often fully centralized or
distributed, while biological systems often combine both features.

In their review [7], Feinerman and Korman emphasize distributed exam-
ples and provide a detailed discussion of system models and algorithms. In
distributed computing, a model is understood as the laws' the computational
device running the algorithm and the surrounding environment follow. An ex-
ample of such a law is the assumption that every message sent is also received
within a fixed amount of time. This law can either be present or absent in a
model. They propose classifying research into known and unknown models and
algorithms, thereby making the underlying assumptions in this interdisciplinary
domain explicit.

The aims of this review are fourfold:

(i) Through several examples, we show how distributed computing and op-
timization problems can be seen as closely related problems of increasing gen-
erality, with solutions inspired by biology. By the sheer amount of work on
biophysical models and distributed computing, these examples are neither com-

1While in distributed computing laws are referred to as system assumptions, we use the
term law to emphasize the close relation to physical laws in natural sciences. However, unlike
typical physical laws, the assumptions in distributed computing typically do not allow one
to predict unique future states from the current system state, but rather only constrain the
space of future states.



plete nor do they cover all aspects of the two topics. We chose to focus on
examples that consider convergence towards agreement within a population, as
this problem is often found as a sub-problem of more complex problems.

(ii) While most examples illustrate the transfer of ideas from biology to
computer science, we also discuss how these cases can pave the way for new in-
sights in biology through subsequent transfer back to the biological domain. In
Section 5, we further present an example for the transfer in the opposite direc-
tion, from distributed computing to synthetic biology, a field that is becoming
increasingly intertwined with distributed computing.

(iii) We would like to emphasize, through the discussed examples, the impor-
tance of both similarities and differences of models in distributed computing and
biology. While one might intuitively wish for close models in both domains, this
may be counterproductive in several of the discussed examples, while important
for others. For example we will stress that proximity of computational models
to mechanistic biological models is not necessary and potentially limiting in op-
timization techniques like particle swarm optimization and genetic algorithms
as well as in the design of artificial neural networks: particle swarm optimization
clearly does not capture the behavior of bee swarms, genetic optimization falls
short in modeling correctly homologous recombination between DNA strands,
and artificial neurons show threshold behavior that we demonstrate in Section 4
to be not the case in mechanistic neural models. Indeed, the risk of directly
copying models across disciplines in interdisciplinary research is not specific to
biology and computer science. Success stories such as aviation demonstrate that
copying, or remaining too close to the initial inspiration, may not provide feasi-
ble solutions; see, e.g., the wing-flapping solutions by Leonardo da Vinci, which
did not prevail. While one may think of future technologies in synthetic biology
that may render da Vinci’s approach feasible, currently available technologies
clearly favor less flexible constructions and it would be counterproductive to
dismiss them due to their deviation from the original biological model of flight.

Conversely, computational models designed for application in biology must
necessarily remain close abstractions of the underlying mechanistic biological
models. We illustrate this in Section 5, where a distributed algorithm has been
designed for the implementation in engineered bacteria. In this context, a model
that neglects key aspects such as non-constant populations, may yield results
that are not transferable to real-world implementations.

(iv) A final intention of this review is to add a hands-on, coding component
to the exciting world of distributed computing and biology: We aim to share
our enthusiasm for the problems and algorithms in this field through concise,
easily adaptable Python code that readers can experiment with. The code is
available at https://github.com/BioDisCo/dc_bio.

Organization of the review. We begin in Section 2 with basic and con-
ceptually simple forms of coordination among agents of a biological or com-
putational distributed system—specifically, reaching agreement on a common
value. The discussed algorithms are inspired by simple physical and biologi-
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cal entities that update their states to lie within the range of states that they
received from other agents. We emphasize two variants of agreement that we
deem particularly closely related to biological systems: asymptotic agreement
and synchronization in time.

In Section 3 we continue with problems of increased complexity: while the
goal in the former section was to agree on a value, the problem discussed here
is to agree on an optimal value. We begin with specific biology-related opti-
mization problems on graphs in Section 3.1, followed by optimization problems
for general loss functions (Section 3.2) and for differentiable loss functions (Sec-
tion 3.3). For the latter, artificial neuron models play a central role.

In Section 4, we compare a mechanistic biological model of a neuron with
the abstract model typically used in artificial neural networks We show that
the latter falls short to explain properties of the biological one, including the
absence of a fixed threshold. Nonetheless—or perhaps precisely because of this
simplification—the artificial model is widely and effectively used in computa-
tional contexts.

Finally, while previous sections have addressed the transfer from biology to
distributed computing, Section 5 presents transfer in the opposite direction.

We conclude in Section 6.

2 Agreement Among Agents

The moment a computational or biological system is distributed among multiple
computational or biological units, the problem of coordination arises. Entities
communicate to coordinate their computation and actions (i.e., their behavior).
Coordination becomes particularly difficult if the computational infrastructure
is not static. Changes can be due to faults of entities, which include silent
failing and divergence from the algorithm of single nodes and communication
links, as well as changes in the communication infrastructure. Examples in the
computational world for the former are hardware and software faults, as well as
adversarial intrusion, while examples for the latter are peer-to-peer networks,
wireless networks, and other systems with unstable communication. Biological
analogs include malfunctioning cells in a multicellular organism, deviant be-
havior of bacteria within a population (which may threaten the population’s
survival), or external intrusions such as infection of a multicellular organism by
pathogenic bacteria.

One of the most basic coordination problems is agreeing on a common value.
Such agreement can take the form of explicitly agreeing on the value of a local
variable [8], synchronizing clocks across a network [9, 10, 11], or coordinating
the generation of a digital clock signal by different units on a chip [12, 13].

While exact agreement is crucial in computational distributed systems—for
example, when keeping a bit-wise identical consistent bank account state or
shopping cart state among multiple distributed replicas—more relaxed forms of
agreement are observed in biological systems. Examples include collective di-
rectional decisions in schools of fish [14] or flocks of birds [15], where individuals



coordinate to prevent collisions and move in a common direction.

Similarly, relaxed versions of agreement have been studied in computer
science—for example, motivated by distributed control, where the controller’s
output is not required to be identical among replicas, and clock synchronization,
where agents repeatedly agree on an approximately similar time.

Asymptotic agreement. Closest to biological systems might be the problem
of reaching asymptotic agreement. Here, a system of agents communicating in
discrete rounds is considered. Each agent starts with an initial local value in
R™, known only to itself. During each round, agents broadcast messages, and
the environment determines which agents receive which messages. Agents then
update their states and values based on their current local information and the
messages received. An algorithm—specifying how messages are broadcast and
how states and outputs are updated—is said to solve asymptotic agreement
if all agents’ output values converge to a common value over time. Desirable
properties of such algorithms are robustness across a wide range of environments,
low computational and memory costs, and fast convergence.

An environment can be described by the set of possible communication
graphs that may occur in a round of communication. In such a communica-
tion graph, an edge from agent a to agent b exists if the message broadcast by a
is received by b during that round. The structures of the graphs are naturally
application-dependent: an abstract model for a bird flock—where messages cor-
respond to one bird observing another—will presumably differ from a model of
cars communicating via peer-to-peer networks.

An approach often taken in distributed computing is to over-approximate the
application environment, by a more adversarial one that is simpler to specify and
analyze. For example, environmental instability can be captured by allowing the
environment to change the communication graph in each round. In such highly
dynamic networks it has been shown that for the problem to be solvable, each
graph must contain a spanning tree [16], i.e., a tree within which all the graph’s
nodes are reachable from a single root, although the tree can change from round
to round. Figure la illustrates an example sequence of communication graphs
that switch every round in a system of 10 agents.

A simple yet widely adopted update scheme sets each agent’s value to the
average of the values it receives. Despite its simplicity, repeatedly averaging
and distributing values can resemble biological phenomena, ranging from social
influence models [17] to bird flocks [18]. However, such models have important
limitations in their applicability. For instance, while bird flocks exhibit conver-
gence in position and direction among distant individuals, nearby birds do not
converge to a single spatial point. Similarly, formation control algorithms for
drones use attractive behavior at long range but apply virtual repulsive forces
at short range to prevent collisions [19, 20]. Despite these limitations, such
simple averaging algorithms can be shown to solve the asymptotic agreement
problem [21, 16] even in highly dynamic environments. In fact, such algorithms
solve the problem under minimal assumptions—namely, for the largest class of



graphs for which a solution can provably exist.

Figure 1b illustrates the equal-weight averaging algorithm in action. In a
system of 10 agents with random initial values, and under a sequence of com-
munication graphs that change every round (Figure 1a), the agents repeatedly
update their values by averaging their own value and all received values with
equal weights. The agents’ outputs are seen to be very close after 6 rounds.

Interestingly—and at first perhaps counterintuitively—an even simpler algo-
rithm can be shown to converge faster [22, 23] by interleaving averaging updates
with flooding rounds, during which agents simply forward the messages they
have received. Figure 1c shows the algorithm in action with one flooding round
interleaved between each averaging round. All agents have reached the same
output value by round 5.

Of particular mention is an algorithm that can be shown to be optimal
in convergence speed under certain conditions for one-dimensional values in
R [23]. Instead of an unweighted average, agents update their value to the
midpoint of the set of received values. The midpoint of a set S is defined
as (max(S) + min(S))/2. Example runs of the midpoint algorithm, and of the
midpoint algorithm with interleaved flooding rounds in random graph sequences,
are shown in Figures 1d and le, respectively. The algorithm with interleaved
flooding reaches the same output value for all agents by round 5.

Randomly generated graphs do not always hit the worst-case of convergence
times for the equal-weight and midpoint algorithm. Figure 1f shows the per-
formance of the equal-weight algorithm in a specific deterministic graph (the
butterfly graph, [24, Figure 1]) in which it was proven that the algorithm ex-
hibits a convergence time that is exponentially large in the number n of nodes.
On the other hand, the midpoint algorithm interleaved with n — 1 flooding
rounds converges in finite time, specifically after n rounds (Figure 1g).

The discovery of the great speedup through interleaving flooding rounds in
computational systems, opens new questions when transferring these findings
back to biological systems: We are not aware of correspondences of alternating
averaging and flooding in biological systems, but conjecture that due to their
optimality and simplicity, such schemes may indeed be found.

While averaging algorithms like the equal-weight algorithm are well-defined
for higher-dimensional values in R¢ with d > 2, the midpoint algorithm in terms
of max and min is not defined beyond scalar values. An alternative formulation
of the midpoint of points in S is the midpoint on the line between the two most
distant points in S. This algorithm, called MidExtremes, has been proven to
converge fast for higher-dimensional values [25], with a convergence rate that is
independent of the dimension d.

From the perspective of a biological agent, this would require determining
distances between all of the agents’ values it observes (e.g., positions in R?).
However, such an approach presents challenges in both biological and artificial
systems, such as drone formations. To address this, the authors studied the
ApproachEztreme algorithm, where agents update their value to the midpoint
of the line with the longest distance between themselves and a received value.
Interestingly, this algorithm can be shown to converge with a speed independent
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Figure 1: Asymptotic agreement among 10 agents. The communication graph
changes at each round. The first 5 rooted graphs of the sequence of commu-
nication graphs are shown in (a). Figures b-e show the agents’ output values
over rounds. Each agent’s initial value is drawn independently from a uniform
distribution on [0,1]. Figures b and c¢ show the values output by agents with
the equal-weight algorithm, with and without flooding round, respectively. Fig-
ures d and e show the values output by agents with the midpoint algorithm,
with and without flooding round, respectively. Figures f and g show the val-
ues output by agents with a worst-case initial-value assignment in the butterfly
graph, with the equal-weight algorithm (f) and the midpoint algorithm with 9
flooding rounds (g).
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Figure 2: Asymptotic agreement among 10 agents in R?. Agents’ output values
over 6 rounds. Initial values are randomly chosen within [0,1]? (in red), tra-
jectories are shown in gray, and final values are shown in blue. All algorithms

converge to close values within the 6 rounds.

of the values’ dimension. The latter algorithm may very well have correspon-
dences in biological settings: it seems plausible that an agent attempting to stay
close to others tries to approach the agent furthest away from itself, adapting
its speed to meet it halfway within a given time frame.

Figure 2, and Supplementary Videos S1-S4 corresponding to Figures 2a—d,
show a comparison of the two algorithms and their variants with alternating
flooding rounds for 6 rounds. All algorithms are seen to converge to close values

within the 6 rounds.

Synchronization in time. As previously noted, averaging algorithms can
also be used to synchronize agents’ actions in time. For this purpose, each agent
locally tracks time with its own clock, which may drift from others due to slight
frequency mismatches. To counteract this drift, agents repeatedly observe other
agents’ clocks and adjust their own time to the average of the observed times.
The details of how an agent measures another agent’s time and determines the
averaging weights depend on the specific model, application, and algorithm. For



example, in powerful computer networks, local clock readings may be exchanged
as timestamp messages over IP networks, whereas simple agents instead send
periodic pulses and measure the interval between receiving another agent’s pulse
and emitting their own. Care must be taken because algorithms that use only
pulses have no access to the origin of the sender and pulses too close in time
will be detected as a single event. Furthermore, some simple networked chips
have only a single antenna and can therefore either listen or emit a pulse, but
not both simultaneously.

Indeed, clock synchronization in distributed systems based on averaging al-
gorithms has been proposed and analyzed for static [26], fault-tolerant static [9],
and dynamic [27] communication settings. On the biological side, pulse-based
synchronization has been observed in several systems [28], including fireflies
synchronizing via light pulses [29, 30], pacemaker cells in the rabbit heart syn-
chronizing via electrical signals [31], and the lobster cardiac ganglion [32, 33].
These systems have been modeled as abstract, algorithmic, pulse-coupled local
clocks [28, 34]. Studies of their fault tolerance [33] have inspired new algorithms
for simple computing devices [35].

For example, the lobster cardiac ganglion system was found to exhibit re-
markable fault tolerance [33], which inspired the development of a robust clock-
synchronization algorithm [35]. This algorithm was shown not only to tolerate
up to one-third of its agents producing arbitrary or malicious pulses while the
remaining agents stayed synchronized, but also to recover from arbitrary initial
states, achieving synchronous pulse firing among all agents over time [35]. The
latter property is known as self-stabilization [36], a particularly strong form of
fault tolerance. It guarantees that even in the presence of a catastrophic event
corrupting all agent states, the system can autonomously recover to normal op-
eration without external intervention. This contrasts with non-self-stabilizing
fault-tolerance, which guarantees that an algorithm can withstand a certain
degree of faults. However, if the tolerated amount of faults is surpassed, the
system remains faulty until it is reset to a valid configuration. Combining self-
stabilization with fault tolerance therefore yields highly robust systems.

3 Optimization by Agents

In mathematical optimization, the goal is to find an optimal value s* within
a domain of possible values S, such that an objective (or loss/cost) function
f: 5 — R attains its minimum at s*. Analogously, a fitness function f is to be
maximized. Since maximizing a fitness function is equivalent to minimizing — f,
we will discuss only the case of a loss function.

There exists a large body of work on algorithms for finding the optimal s*.
Algorithms may exploit specific properties of the set S and the function f.
A key distinction among general algorithms is whether they are designed for
differentiable loss functions or for general, possibly non-differentiable, loss func-
tions. Before discussing optimization methods for loss functions in Sections 3.2
and 3.3, we begin with distributed computing problems that can be viewed as



optimization problems for a restricted class of loss functions in Section 3.1.

3.1 Optimization of a Graph

We begin our discussion of optimization by presenting two examples of dis-
tributed optimization observed in biological systems. Both examples involve
identifying optimal substructures within graphs, such as minimal spanning trees,
shortest paths, or maximal independent sets. Graph optimization problems
have been extensively studied in computer science, in both centralized [37] and
distributed [38] settings. Interestingly, both biological examples employ dis-
tributed optimization strategies, where each node updates its state based solely
on information from its neighborhood, ultimately achieving an optimal solution.
We emphasize that biological systems are particularly well-suited to inspire dis-
tributed strategies, as their biophysical constraints naturally limit them to rely
on local information.

Maximal independent sets. Given an undirected graph G = (V, E), with
set of nodes V' and set of edges E, a mazimal independent set (MIS) is a subset
of the graph’s nodes such that (i) no two nodes that are neighbors in the graph
are in the MIS, and (ii) the MIS is maximal with respect to set inclusion, i.e.,
no node can be added to the set without violating the first property (Figure 3a).
Finding an MIS can be formulated as finding a set S € V of nodes that minimizes
the following loss function:

f(S) =#{(u,v) € Sx S |{u,v} e E}+#{v eV \S|VueS: {u,v} & E}

The set S satisfies property (i) if and only if the number of edges between
nodes in S, i.e., the first term in the definition of f, is zero. Furthermore, a
set satisfying property (i) is maximal, i.e., satisfies property (ii), if and only
if every node outside S has a neighbor in S, i.e., if the second term in the
definition of f is zero. An MIS can be computed by a centralized algorithm,
but distributed solutions—where graph nodes act as agents and communicate
over the graph’s links with neighboring agents—have been proposed [39, 40].
An example of an application of distributed MIS computation is the avoidance
of collisions between neighboring radio transmitters.

Afek, Alon, Barad, Hornstein, Barkai, Bar-Joseph, and Ziv [41] showed that
cells from otherwise equivalent precursors in the fly are selected to form sensory
bristles, with the selected cells constituting an MIS. This observation inspired
a new distributed algorithm (Figure 3b-c, Supplementary Video S5) that solves
the MIS problem using only single-bit messages between cells. Agents repeat-
edly broadcast a single-bit message to their neighbors with a probability that
increases over time, or remain silent during a round. An agent that sends a
message and does not receive any other messages in the same round joins the
MIS; otherwise, it does not join and continues the process. Terminating the al-
gorithm after a sufficiently large number of rounds has been shown to generate
an MIS with high probability [41], and to always ensure that no two neighboring
nodes join the set.

10



(a) Two MIS. (b) MIS at round 9. (c) MIS at final round 19.

Figure 3: Computing an MIS on a graph: (a) Two maximal independent sets
(MIS) for the same graph. Nodes belonging to the MIS are in blue. (b-c)
Execution of the distributed MIS algorithm from [41]. Undecided nodes in gray,
nodes in the MIS in blue, nodes not in the MIS in white.

Shortest paths. Another example of a distributed computation on a graph
by a biological system is the formation of transport networks by the slime mold
Physarum polycephalum [42]. In wet-lab experiments, P. polycephalum has
demonstrated the ability to find shortest paths in mazes [42] and minimum-risk
paths [43]. The dynamics of P. polycephalum can be modeled as an electri-
cal network with time-varying resistors that respond to the electrical current
through their edges, described by ODEs [44]. At each step of the model simula-
tion, the electrical network is updated by increasing or decreasing a resistance
(that can be viewed as an agent) depending on its current (that can be seen
as communication with neighboring agents). It has been formally proven that
the electrical network, and thus the abstract slime network, converges towards
the shortest path between the two nodes with an electrical input and output
current [44, 45]. This model led to many Physarum-inspired algorithms used
to address real-world problems, e.g., traffic assignment problems [46], the de-
sign of integrated circuits [47], or the design of efficient multi-commodity flow
networks [48]. More generally, P. polycephalum’s model has been extended to
address broader classes of optimization problems: linear programs with a non-
negative cost vector [49, 50], and positive semi-definite programs [51]. Similar
problem-solving capabilities have also been observed in ants [52, 53].
Interestingly, results obtained on the computational side for the abstract
Physarum-inspired model raise further research questions on the biological side,
such as gaining new insights into tolerance to noise in biological systems, in-
formed by the study of noise tolerance in the simplified computational model.

3.2 Direct Search: Exploring Solutions via Repeated Loss
Evaluations

In the general case, where the function is not necessarily differentiable, so-called
direct search methods are commonly employed [54, 55, 56]. These methods do
not rely on derivatives but instead evaluate the function at different points in S.
Clearly, though, the distinction is rather technical, as function evaluations may,
in some cases, be used to numerically approximate the gradient V f.

11



Common examples of direct search methods include genetic algorithms [55],
differential evolution [56], particle swarm optimization [57], Nelder-Mead [58],
and Hooke—Jeeves [54], among many others.

Genetic algorithms. Genetic algorithms [55] resemble an abstract microbio-
logical setting. Repeatedly, solution candidates are evaluated for fitness. Based
on these evaluations, a subset of candidates is selected to generate a new popu-
lation through mutation (changes derived from a single candidate) and recom-
bination (changes derived from multiple candidates). The selection, mutation,
and recombination processes are stochastic, with mutation and recombination
typically defined on the encoding of candidate solutions, inspired by mutations
and recombination in biological genomes.

Again, this provides a clear example of an intentionally simplified yet suc-
cessful model, where closeness to the biological counterpart is not intended:
selection, mutation, and recombination fall short of replicating the correspond-
ing biological processes.

Differential evolution. Differential evolution [56], closely related to genetic
algorithms, operates on candidates in R™, with recombination defined directly
on these candidates. While several variants of the algorithm exist, we focus
on a basic version. The algorithm repeatedly, for each candidate, generates a
new candidate by combining it with three other randomly selected candidates:
Changes are applied to a randomly selected subset of candidate components,
obtained by adding F'- (s.— sp) to a randomly chosen candidate s,, where F' € R
and sq, Sp, S. are three distinct randomly chosen candidates (Figure 4a). If the
new candidate shows an improvement in fitness, the old candidate is replaced
by the new one. Figures 4a-b and Supplementary Video S6 illustrate differential
evolution in action on an example with candidates in R?. Candidate updates can
be performed in parallel during each iteration, making the algorithm efficient
for distributed computation.

Particle swarm optimization. Particle swarm optimization (PSO) [57] is
an optimization strategy inspired by the collective search behavior of biological
entities in spatial environments—such as fish, ants, birds, and other cooperative
communities that communicate the locations of food sources. PSO abstracts this
communication as the sharing of an optimum among directly connected entities.
Starting from an initial population of particles with associated velocities, the
algorithm iteratively updates each particle’s velocity as a weighted sum of three
components: (i) its previous velocity (weight w), (ii) the direction toward its
personal best position (weight sampled uniformly in [0, ¢1]), and (iii) the direc-
tion toward the best position found by its neighbors (weight sampled uniformly
in [0, c2]). The particle’s position is then updated based on the new velocity.
Several variants of PSO have been proposed.

Figures 4c-d and Supplementary Video S7 illustrate PSO in action, with
Figure 4c showing a single update step and Figure 4d showing the trajectories
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Figure 4: Optimizing candidate solutions for the function f (see Equation (2)).
The global optimum is shown in orange. (a). A step in differential evolution
with population size 10. The trajectory of one candidate (in red) is shown for
the case F' = 1 and all components of a candidate being updated (R = 1).
Other candidates are shown in white. The blue arrow marks F' - (s, — sp) which
is added to s, (in black), resulting in the updated position of the candidate (red
cross). The solution is accepted since its loss is less than at the initial position
of the candidate. (b). Differential evolution: Trajectories of all 10 population
members are shown in red (F' = 0.7 and R = 0.9). (c.) A step in particle swarm
optimization with 10 particles and a fully connected communication graph (w =
1, ¢4 = 1.5, co = 0.6). The update of a single particle (in red) is shown
while other particles are shown in white. The update results in a move in the
combined direction of the current velocity, the direction to the own optimum
(light blue star), and the swarm-wide optimum (blue star). (d). Particle swarm
optimization: Trajectories of all 10 particles are shown in red (w = 0.05 and
Cl = Cy = 015)
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of all 10 particles.

In practice, communication between entities is modeled through communi-
cation graphs, that is, graphs with particles as nodes and having an edge from
particle a to particle b if a can send messages to b. Typical communication
graphs are either fully-connected graphs or rings. Particle updates can also be
performed in parallel during each iteration, with a sparsely connected commu-
nication graph, such as a ring, reducing communication overhead.

Finally, we emphasize that PSO can be viewed as a generalization of the
simpler agreement algorithms discussed in Section 1, which becomes apparent
by setting ¢; = 0 and using a constant loss function.

3.3 Gradient-based Optimization

Many loss functions f are, or can be chosen to be, differentiable (almost every-
where). While this may seem like a minor assumption, it enables optimization
techniques that can scale to millions of parameters—domains where the previous
methods clearly struggle.

For a differentiable function f, its derivatives can be used to iteratively
update a candidate solution s € S. One approach is to move the candidate s in
the opposite direction of the gradient V f at s. This corresponds to moving the
candidate along the direction of steepest descent of a linear approximation of
f. While the most fundamental update schemes apply this rule directly, more
advanced ones leverage additional properties, such as accounting for the previous
update direction, e.g., incorporating concepts analogous to the momentum of a
mass in a physical system [59]. These approaches are widely used in the training
of artificial neural networks (NNs), as discussed in the following.

Perceptron model and neural networks. Models of biological neurons, as
discussed in Section 4, are typically described using non-linear differential equa-
tions involving chemical signal concentrations and electrical input and output
currents. For reasons of computational complexity, the concept of a biological
neuron is abstracted into an artificial neuron, without kinetics.

A standard artificial neuron, such as the Perceptron [60], can be described
as taking a fixed input current (or simply a value), typically computed as a
weighted sum of multiple input currents (values) in;, and applying a non-linear
activation function g to determine the (fixed) output current (value):

out =g (Z w; in,») . (1)

For a fixed g, The neuron is parametrized by its input weights w; that de-
termine its input-output behavior. In the simplest case, g is the Heaviside
step function: g(z) = 1 for z > 0 and g(x) = 0 otherwise. However, func-
tions with more favorable properties for training networks of neurons—such
as facilitating the parametrization of weights and function parameters—are
typically used. Common examples of non-linear activation functions include
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sigmoid-type functions, ReLU, i.e., g(x) = max(0,z), and Leaky ReLU, i.e.,
g(xz) = max(0,z) + o - min(0, z), which preserve gradient information from in-
puts to output, while Leaky ReLU also allows a small gradient for negative
inputs. Meanwhile generalizations of the input-output behavior as stated in
Equation (1) to other differentiable functions are commonly used. Examples
are products of inputs and soft-max.

In contrast to these current-based neurons, spiking neurons, which form the
basis of spiking neural networks (SNNs), are closer mimicking biological neurons,
by not abstracting from the dynamics over time. Spiking neurons communicate
via timed events or spikes rather than propagating a single continuous activation
level [61]

Building on the concept of a single neuron, neural networks (NNs) are formed
by connecting multiple neurons, with current networks reaching having billions
of learnable parameters.

Feedforward neural networks (FNNs) are the simplest type of network, where
neurons are organized in layers and information flows strictly from the input
layer through hidden layers to the output layer. Computationally, perceptrons
in a layer are typically collapsed into vectors and higher-dimensional tensors, and
a linear transformation followed by a non-linear activation function is applied
to obtain the tensor of the next layer.

Recurrent neural networks (RNNs) extend FNNs by introducing cycles that
allow the network to maintain a hidden state, enabling the processing of sequen-
tial or time-dependent data [62]. Since RNNs can also be viewed as repeatedly
applying the same FNN to a sequential input and the hidden state, it becomes
clear that gradients may vanish (zero-out) with each iterative application. A
special class of RNNs, long short-term memory (LSTM) networks, is designed
to mitigate this problem through memory cells with gates that regulate which
information is stored, updated, or output at each iteration [63].

Convolutional neural networks (CNNs) [64] are specialized for processing
data with spatial or temporal structure, such as images or signals. Instead of
learning independent weights for each connection, CNNs apply a set of repetitive
kernels (filters) across the input, sharing parameters across positions to exploit
local correlations and reduce the number of trainable parameters.

Transformers [65] rely on encoders, decoders, and attention mechanisms to
directly model dependencies between elements (tokens) in a sequence of fixed,
but potentially very long, length, enabling the capture of long-range relation-
ships. They have proven particularly effective for natural language processing
and code generation via large language models (LLMs), among many other
applications.

Graph neural networks (GNNs) [66] generalize neural network architectures
to graph-structured data. Unlike Transformers, which operate on fully con-
nected sequences, where each token can be in relation to each other token,
GNNs operate on nodes connected according to a graph structure. The value of
each node is iteratively updated by applying neural networks to the features of
its neighboring nodes, allowing the network to capture the relational structure
of the graph.
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Training neural networks. The training, i.e., parametrization, of artificial
neural networks remains an active research area, with ongoing discussions on
the parallels between learning in biological and artificial systems [67, 68, 69].
Typically, backpropagation, a gradient-based optimization technique, is used
to train artificial NNs. In this approach, the output of an artificial NN is
determined for an input z by evaluating the neurons’ functions in a forward
pass, storing additional information that is then used in a backward pass to
determine the gradient of the network for input = in a backward-pass.

Consider the simplest case of training an NN to predict target outputs
Ysarget (T) for given inputs x. Let ymodel(z;0) denote the outputs of the NN
with parameters 6 € S for x. The loss function f(6;x) is given by:

f(H, .’L‘) = ||ym0del($; H) - ytarget(l‘>||

where ||-|| is a properly chosen norm. The parameters § € S are typically
optimized either directly via gradient descent on f(6; ), or by combining several
inputs into a batch B and optimizing the combined loss, e.g., ﬁ Y owen f(0; ).
The latter approach underlies stochastic gradient descent (SGD). In addition to
introducing stochasticity through randomly formed batches, batching enables
parallel computation of gradients for all inputs in the batch. The resulting
gradients are then averaged to update 6.

For the following, consider the following objective function f defined over
the domain S = R2.

f(z,y) = sin(nz) cos(my) + 2 + 2 (2)

This function exhibits multiple local minima and a unique global minimum. Fig-
ure 5 illustrates gradient descent trajectories from a given initial state. With
the chosen parameters, standard gradient descent tends to get trapped in local
minima (Figure 5a, Supplementary Video S8). Introducing momentum (Fig-
ure 5b, Supplementary Video S9) or noise components (Figure 5¢, Supplemen-
tary Video S10) facilitates escape from local minima and enables convergence
to the global minimum.

Reinforcement learning. In the context of artificial NNs, another similarity
between computational algorithms and biological systems can be observed. Re-
inforcement learning (RL) algorithms closely resemble presumed learning strate-
gies of biological entities. While early algorithms like Q-learning [70] did not
make use of NNs, many state-of-the-art versions do.

RL algorithms are typically formulated within the framework of Markov de-
cision processes (MDPs). An MDP is defined by (i) a set of states representing
both the agent and the environment, (ii) a set of possible actions available to
the agent, (iii) a probabilistic transition function mapping each state—action
pair to a distribution over next states, and (iv) a reward function assigning
immediate rewards to states or state-action pairs. The agent typically cannot
observe the complete state and must choose actions based only on the observ-
able components. The agent’s objective is to maximize the expected long-term
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(a) Gradient descent. (b) with momentum. (c) with a noise component.

Figure 5: Maps of the values of f, described by Equation (2), for z,y € [-2,2].
The global optimum is shown in orange. Candidate optimal state trajectories
are shown in red. These trajectories result from (a) standard gradient descent,
(b) gradient descent with momentum, and (c¢) gradient descent with a noise
component, where every second step is done in a Gaussian-distributed random
direction instead of following the gradient.

reward, typically computed as the cumulative (e.g., summed) sequence of im-
mediate rewards. An illustrative example is shown in Figure 6, where a robot
navigates a simple grid-world environment to locate a red ball (Figure 6a). The
corresponding MDP and the robot’s strategy are depicted in Figures 6b and 6c,
respectively.

A widely adopted algorithm for learning such strategies is Q-learning [70].
In this approach, the Q-value of a state-action pair represents the estimated
total cumulative reward obtained by taking that action in the given state and
following the optimal policy thereafter. Q-values are iteratively updated during
learning: after taking an action in a state and observing the resulting reward
and next state, the Q-value is adjusted toward the observed immediate reward
plus the (discounted) maximum Q-value of the next state, as currently estimated
from previous learning iterations.

Modern RL algorithms employ neural networks to estimate the expected
reward of an action (value-based RL, e.g., DQN [71]), to directly represent
the policy (policy-based RL, e.g., REINFORCE [72]), or to implement hybrid
approaches such as actor-critic RL (e.g., A3C [73]). Gradient-based optimization
techniques applied to appropriately defined loss functions are used to optimize
these NNs.

Beyond the use of neural networks, RL algorithms in computer science in-
corporate a concept that is particularly relevant for comparison with learning in
biological organisms: the trade-off between exploration and exploitation. This
concept is closely related to the hypothesized learning mechanisms of biological
agents, which adapt their behavior to maximize long-term rewards. For both
biological and algorithmic agents, extreme strategies are generally ineffective:
solely exploiting previously optimal actions (exploitation-only) or exclusively
exploring previously untried scenarios (exploration-only). In Q-learning, where
the expected cumulative reward of each action is iteratively estimated during
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Figure 6: Example of a learning agent interacting with an environment: a
robot must navigate a grid world with obstacles to find a red ball (a). The
sets of the robot’s actions are modeled by a Markov decision process (MDP).
States are coordinates, and actions movements of the robot and the ball (b).
The probability distribution is trivial as the environment is deterministic. The
agent receives an immediate reward of —1 per step and 10 upon reaching the
ball. A probabilistic strategy mapping states to action probability distributions
is given in c.

learning, a common strategy is to select a random action with a small proba-
bility € > 0 and, with complementary probability 1 — €, choose the action that
currently maximizes the expected long-term reward.

In general, the combination of exploration and exploitation can also mitigate
a potential problem of purely gradient-based optimization: the attraction to lo-
cal minima and saddle points. A biological example of combining gradient-based
search with exploration is the chemotaxis of bacteria such as FEscherichia coli.
By alternating between runs and tumbles that randomly change the swimming
direction, the cell adapts tumble frequency depending on how well the run direc-
tion is aligned with the gradient of a chemical attractant [74]. We hypothesize
that studying analogous strategies in computer science could provide insights
when compared to the commonly used stochastic gradient descent.

Of particular interest in distributed computing is multi-agent reinforcement
learning (MARL), where multiple agents learn to act in a shared environment.
The agents may compete, cooperate, or engage in mixed strategies to achieve a
common goal. Example applications include multi-player video games, modeling
social behavior, auctions, and coordinating cooperative drones, among others A
major challenge in MARL is the combinatorial growth of the joint action space
as the number of agents increases. For instance, the output layer of a joint
policy network would scale exponentially with the number of agents. While one
could train agents individually, this approach does not promote cooperation.
One strategy to mitigate this problem is to exploit symmetries among agents:
if the agents are interchangeable, the learning algorithm can be chosen to be
equivariant by design, i.e., symmetric with respect to permutations of agent
states, without the NN having to learn this symmetry. Architectures such as
DeepSets [75], DPN and HPN [76], and PEDQN [77] are based on this approach,

and leverages equivariance to efficiently learn in multi-agent environments.
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4 Competing Neuron Models

In this section, we compare a mechanistic biological neuron model with the ab-
stract neuron model used in artificial neural networks introduced in Section 3.3,
emphasizing their conceptual and functional differences.

Mammalian brains contain large populations of interacting neurons whose
collective activity enables complex behavior. A widely used mechanistic descrip-
tion of a single neuron is the Hodgkin—Huxley (HH) model [78]. It describes
how the membrane potential changes over time in response to an input current
density. The model is expressed as a system of non-linear ordinary differential
equations (ODEs) that describe the charging and discharging of the membrane
capacitance. Charging happens via an input current density I(¢) that results in
an altered membrane potential V (¢), following the ODE

dv(t)

O == = 1(t) = Ie(V(1) = Ina(V (D) ~ IL(V (1)) (3)

where C' is the capacitance. The non-linear discharging current densities of the
sodium (Na), potassium (K), and leak (L) channels are described by

Ina(V) = gna - mP(t) - h(t) - (V = Vixa)
Ix(V) = gk -n*(t) - h(t) - (V — Vi)
L(V)=gL-(V-W)

where the dynamics of m(t), n(t), and h(t) are defined by

dw;it(t) = an(V(1) - (1 =m(t)) = Bm(V(2)) - m(t)
d2§t> = an(V (1) - (1= n(t)) = Ba(V(#)) - n(t)
dh(t)

i = n(V(®) - (1= h(1) = Bu(V () - h(t)

and a and [ are scaled and shifted exponential functions of V. We refer
the reader to the original paper [78] for the choice of these functions and the
parametrization of the involved constants like the capacitance C' and thresh-
old potentials Vna, Vk, and V. A Python implementation is available at
https://github.com/BioDisCo/dc_bio.

The model shows interesting behavior of its output (the membrane potential)
in presence of a step function as its input current density. In accordance with
the Perceptron-like model, some threshold-like behavior can be observed. If the
amplitude of the step is below a certain threshold, the output is a single short
pulse (Figure 7a). Increasing the amplitude of the input above a threshold leads
to a train of pulses at the output (Figure 7b). It has been noted [79] that, above
the threshold, the frequency of the pulse train increases logarithmically with the
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Figure 7: ODE simulations of a Hodgkin—Huxley model. Blue lines are sim-
ulations for an initial state set to OmV, orange line is for an initial state set
to —100mV. Input current density is a Heaviside step signal of varying height
at 10 ms. The resulting membrane potential of the neuron is shown for an in-
put below the threshold (a) and above the threshold (b). Input height above
threshold results in a pulse-train. The frequency of the pulse train is a function
of the height of the input current density and initial state (c).

input step amplitude (Figure 7c). This reveals an important contrast with com-
mon non-linearities in artificial neurons, which typically rely on piecewise-linear,
sigmoid, or exponential functions rather than threshold-logarithmic relations.

One also observes a second fundamental difference: care has to be taken with
the observation and definition of a threshold. While in artificial neurons sharp
thresholds are often used (e.g., in ReLu) and can be explicitly shifted with a
so-called bias of the neuron, the threshold in the Hodgkin—Huxley model, and
in general, the input—output behavior depends on the initial state of the system.
While for our purposes of a simplified demonstration the initial state was set
to all 0, a biological neuron will clearly not be reset to this null state after
each activation. Consequently, the effective threshold depends on the neuron’s
initial state (Figure 7c). We would like to stress that—much like the initially
mentioned airplane design that currently does not follow the mechanics of a
bird—the mismatch between the artificial model and the biological counterpart
should not be seen as a shortcoming. It may very well be that abstracting the
model into a state-less simplified model enables today’s large artificial neural
networks.

Several models that are more abstract than the classical Hodgkin—Huxley
model, but still mechanistic, have been proposed. They differ in the aspects of
dynamic behavior that that capture or simplify. The FitzHugh—Nagumo (FN)
model [80, 81] is a simplification of the Hodgkin—Huxley model from four state
variables (V, m, n, and h) to two (xz and y) while still capturing the properties
of producing a pulse train oscillation upon a sufficiently large input current.
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This simplification facilitates analysis and reduces computational cost, which is
particularly important for large neuronal networks. In this model, z represents
the input current and = the output potential. The dynamics are specified as

dz(t)

ik (2(t) +y(t) — 2*(t)/3 + 2(1))
dzl(tt) _ _% (a(t) —a+b-y(t)

with constants a, b, and c.

Even more abstract are integrate-and-fire models, in which a neuron inte-
grates incoming currents, as in Equation (3) but setting the currents Ix = In, =
I, = 0, until a threshold potential is reached, a spike is triggered, and the po-
tential is reset. Variants include a leaky term, by adding a resistance in parallel
to the capacitance, or account for a refractory period after a spike that imposes
a maximum firing frequency.

At the other end of the spectrum, more complex models that include stochas-
tic processes in the nervous system [82] have been studied, e.g., by adding noise
to the Hodgkin—Huxley model [83]. Together, these models illustrate a con-
tinuum between biological realism and abstraction—providing a mechanistic
contrast to the stateless, algebraic neurons of artificial networks discussed ear-
lier.

In the next section, we present examples where proximity to a biological
model is essential. The examples describe distributed systems intended for
implementation in biology. Although simplifications are needed to make such
models analyzable, they must still include key properties of the biological system
to remain relevant. In the case of an example of a distributed algorithm designed
for engineered bacteria that is detailed, such key properties are the stochasticity
of the system and bacterial growth during algorithm execution.

5 Biology Inspired by Distributed Computing

Viewing cells as autonomously computing devices reveals a multitude of natural
and engineered distributed systems in biology. Indeed, it may be challenging
to identify biological systems that are centralized or composed of single, non-
interacting cells.

5.1 Engineering Biological Distributed Systems

Many biological processes, such as pattern formation in spatially distributed
cells, are inherently distributed problems. Examples include the engineering
of spatial patterns in cellular populations [84] and the design of bacterial cells
whose response depends on the cell’s spatial localization, to implement distinct
digital gates [85].

Similarly, clock synchronization among engineered bacteria is an inherently
distributed task and has been used to coordinate the timed release of therapeutic
compounds, with therapeutic applications [86].
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Distributed circuit architectures have also emerged out of resource limita-
tions, including the limited availability of orthogonal wiring molecules within a
single cell and the metabolic burden imposed by large genetic circuits. While
initial work in synthetic biology focused on single-cell genetic circuits [87, 88, 89],
subsequent studies extended these ideas to multicellular systems that distribute
computation across communicating populations. Examples include distributed
computation in engineered yeast networks using pheromone-based signaling [90],
robust multicellular computing in F. coli based on genetically encoded NOR
gates and quorum-sensing communication [91]. We refer the interested reader
to comprehensive surveys on multicellular computation [92, 93].

Communication is a central component of distributed biological computa-
tion. The most widely used mechanism relies on diffusible quorum-sensing
molecules. Systematic frameworks for circuits employing quorum-sensing com-
munication have been developed to implement Boolean functions in a distributed
manner [94]. Recent studies have demonstrated scalable implementations, achiev-
ing large distributed circuits [95]. Alternative communication modalities have
also been explored. Engineered bacteriophages have been demonstrated to com-
municate digital information between bacteria [96], and was used in construct-
ing distributed genetic circuits in E. coli [97, 98]. Further, plasmid exchange
has been exploited as a mechanism for targeted communication between bacte-
ria [99].

Closely related to multicellular systems are biochemical networks composed
of interacting molecular species that react, form complexes, or catalyze reac-
tions. A prominent example is computation through interacting DN A molecules.
DNA has been used for programmed self-assembly [100], molecular computa-
tion [101], distributed DNA-based circuits that enable multichannel molecu-
lar communication between populations of non-lipid microcapsules [102], and
biomedical applications such as targeted drug delivery [103]. Inspired by recon-
figurable electronic hardware such as Field-Programmable Gate Arrays (FP-
GAs), scaling to larger circuits with DNA registers has been demonstrated fea-
sible [104]. Such circuits also make use of concepts from asynchronous circuit
design such as dual-rail logic gates.

Recent developments in microbial engineering have produced tools to en-
gineer microbial communities [105], screening for inter-population interactions
that yield stable steady-state co-cultures. Other approaches explore evolution-
ary design strategies to obtain desired system-level behaviors without explicitly
engineering individual cells [106].

5.2 Agreement among Bacteria

In this section, we present a distributed design of a bacterial system that solves
a classical problem from distributed computing: asymptotic agreement. A dis-
tinctive feature of this design is that it can be modeled and analyzed using tools
analogous to those employed in theoretical computer science for distributed al-
gorithms. In particular, explicit mathematical guarantees have been proven for
its dynamical behavior [107, 108].
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The distributed computing community has introduced several models that
are intended to capture aspects of biological systems, including gossiping [109],
population protocols [110], stone-age computing [111], the beeping model [112],
and certain shared-memory models [113]. For the analysis of bacterial popula-
tions the formalism of chemical reaction networks (CRNs) provides a particu-
larly natural and accurate framework.

Chemical reaction networks. Originally developed to formalize chemical
kinetics and thermodynamic reasoning, CRNs [114, 115] have also been ex-
tensively studied within theoretical computer science and are of independent
computational interest [116, 117, 118]. A CRN is a mathematical model to de-
scribe and analyze chemical reaction kinetics. Formally, a CRN is defined by a
finite set of species A, B, ..., a set of reactions operating on these species, and
an initial state specifying the initial abundance of each species. Each reaction
takes the general form

raA+rgB+ ... — pasA+ppB+ ...

indicating that r4 of the reactant A, rp of the reactant B, etc., react to form p4
of the product A, pp of the product B, etc. Each reaction is assigned a rate,
often of the form of mass-action kinetics. CRN dynamics can be modeled either
stochastically—as a continuous-time Markov chain—or deterministically, by a
system of ODEs. In the deterministic setting, the reaction rate under mass-

action kinetics is proportional to the product of the reactant concentrations, i.e.,

oftheformv-(M * @ ?

- -+, where v > 0 is the rate constant, v > 0
the system volume, and S(¢) the abundance of species S at time ¢. Alternative
formulations, consider S(¢) to be concentrations, removing the division by v.
For stochastic semantics, mass-action rates are proportional to the number of
distinct combinations in which the reactant molecules can be selected. For
instance, a reaction with two identical reactants, A + A — ..., occurs with a
rate (and has a propeunsity) proportional to (Aét)) = A(t)-(A(t)—1)/2, reflecting
the number of unordered pairs of A molecules. In general, the propensity is
proportional to (’:‘N(At)) . (Eig) R

While originally developed for chemical reactions, CRNs have also been em-
ployed to model and parameterize a wide range of biological processes, includ-
ing the dynamics of natural [119] and synthetic [120] genetic networks. Nu-
merous software tools have been developed to efficiently specify and simulate
CRNs [121, 122, 123, 124, 125].

For distributed computing, CRNs are appealing because they represent one
of the computationally simplest models of interacting agents, while still being
mathematically analyzable despite their inherent complexity. They model single
chemical species as agents that interact with other agents, leading to state
transitions (e.g., A+ B — A+ A) or the creation of new agents (e.g., A +
B — A+ A+ B). Their simplicity has motivated extensive studies of their
computational expressiveness, including in the even more constrained setting
of population protocols with uniform reaction rates and constant population
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sizes, which already pose interesting challenges [4]. In microbiological contexts,
CRNs have been applied to the design of self-assembling DNA tiles [101], as well
as to the mathematical analysis and implementation of distributed algorithms
that achieve agreement in bacterial populations [107, 108] or detect specific
compounds of interest [126].

Figures 8a—b illustrate simulations of a simple CRN (ABC') comprising the
reactions

A+B— A+C [0.1] (4)
A—0 [0.1] (5)

with initial counts A = B = 10 and C' = 0, system volume v = 1, and mass-
action kinetics using the rate constants shown in brackets. Figure 8a presents
the deterministic simulation, whereas Figure 8b displays stochastic simulation
results for the same network. A pronounced variability across stochastic runs is
clearly visible.

An Algorithm for Bacteria. In [107, 108], CRNs where used to study if
bacteria can be used to solve the majority consensus problem, a particular
instance of asymptotic agreement: starting from a system of agents with initial
values (A or B), the system converges towards a system with all agents having
the value that was initially in majority. In the bacterial system, agents are
bacteria of type A and B that grow on a common resource R and that are
engineered to compete with each other’s type, making one of them die upon
interaction.

Figures 8c-d show simulations of the respective MutualAnnihilation CRN
similar to those analyzed in [107, 108] with reactions

A+B— A [0.1] (6
A+B— B [0.1] (7
A+R— A+ A [0.01] (8
B+R— B+B [0.01] (9

O — T

initial counts A = 12, B = 8, and R = 100, volume v = 1, and mass-action
kinetics with reaction rate constants noted in brackets. Figure 8c shows a deter-
ministic simulation and Figure 8d stochastic simulations for the CRN. While in
the deterministic simulation, the initial majority (A) always wins, the stochas-
tic simulation captures uncertainties in the interaction among the competing
bacteria, with a high—but less than 1—probability that A wins.

The MutualAnnihilation CRN is particularly interesting because it mod-
els competition among growing species, such as bacteria, while accounting for
varying population sizes and the stochastic fluctuations expected in real-world
implementations.

In fact, the runs in Figure 8d exemplify a strong amplification effect. As
shown in [107, 108], the bacterium initially in the majority has a higher proba-
bility of winning against its competitor, with this probability increasing faster
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Figure 8: Simulations of two chemical reaction networks (CRNs): ABC de-
scribed by Equations (4) and (5) (a-b); and MutualAnnihilation described by
Equations (6)—(9) (c-d). Figures a-c are deterministic simulations. Figures b-d
show 10 stochastic simulations of each CRN. A single trace is shown in solid, 9
others in light.

than linearly with the initial gap, max(A, B) —min(A, B). For large population
sizes n, an initial gap of order y/n is sufficient for the majority to prevail with
high probability. In particular, this demonstrates that, for sufficiently large n,
the initial majority need not exceed 51% to win with high probability.

6 Conclusion

Analogous concepts in distributed computing and biological systems have been
discussed with inspirations and commonalities between the two disciplines.

We highlighted selected fundamental problems that involve multiple agents
solving increasingly complex tasks, with an emphasis on reaching agreement
among agents. We started from one of the most basic tasks, agreeing on a com-
mon value, to increasingly general optimization problems, where agents agree on
optimal values. The examples cover aspects that were emphasized by Navlakha

25



and Bar-Joseph [1] as commonalities between biological and computational sys-
tems: decentralization, robustness to failures and noise, communication of in-
formation via dedicated networks, heavy (re)use of modular components, and
an inherent stochasticity of the involved processes; with Section 5 discussing
the reverse direction of applying distributed computing conepts to biological
systems. In particular, we discussed a distributed algorithm intended for im-
plementation bacteria that as an example for a problem that involves all five
aspects.

Clearly, though, the problems and algorithms covered in this write-up are
necessarily only a short overview. Other examples, like the social behavior and
foraging strategies of animals like ants [127, 128] and bees [129], are promising
fields for commonalities to lead to a deeper understanding of the biological
system and new algorithms. We expect many more such commonalities to be
discovered in the future; with synthetic biology, where algorithms and biology
come particularly close, playing an interesting role on this path.

We also tried to stress the importance of models that was already pointed
out by Feinerman and Korman [7], emphasizing that while in this interdisci-
plinary discipline repeated cross-transfer between the two domains requires an
understanding of models on both sides, differences between models of analogous
problems and algorithms are to be expected and probably essential for progress
in both disciplines. Clearly, though, this should not be misunderstood as advo-
cating for the theoretical study of irrelevant models or for mechanistic biological
models that have been falsified; care has to be taken on the intention of a model.

While there are numerous example from bioinformatics for classical algo-
rithms in the interdisciplinary domain of biology and computer science, we fo-
cused on distributed systems in this review. We believe that these will play an
increasingly crucial role in both domains due to the limited availability of local
computation because of power limitations, noise, feasible technological struc-
ture sizes, and robustness to failures. Distributed systems are a way out of
these limitations: they speed up computation by parallelizing it, synchronizing
only when necessary, and they often provide robustness to perturbations in the
environmental conditions and faults of some of its computational entities. Fur-
ther, distributed systems are useful from an engineering perspective: they allow
building complex system behavior via only a few different, but often numerous
in number, simple computational building blocks.

Finally, we would like to speculate on the future potential of combining dis-
tributed computing with biology. The fact that almost no biological system is
centralized strongly suggests the promise of distributed architectures in a biolog-
ical context. Interestingly, complex systems—such as mammals—are composed
of cells that carry identical DNA, showing that it is the distributed architecture
rather than a highly refined individual program that produces sophisticated
collective behavior.

By comparison, engineered systems typically exhibit a lower degree of dis-
tribution and are often less robust to deviations or faults. We therefore hypoth-
esize that, particularly in terms of robustness, there is much to be learned from
biological architectures for architectures in silicon.
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Beyond analyzing natural systems, synthetic biology opens a new frontier
at the interface of biology and distributed computing. It enables both the en-
gineering of novel biological distributed systems and the study of fundamental
principles in natural systems through simplified or modified behaviors. In theo-
retical computer science, a common approach in distributed computing is to sys-
tematically alter model assumptions—such as communication reliability, delay,
or process failures—to determine the exact conditions under which a problem
becomes solvable or unsolvable. We think that this is a particularly interest-
ing route to pursue in synthetic biology, as it allows one not only to engineer
and manipulate cellular interactions, but also to systematically explore which
types of interactions are necessary to achieve desired outcomes. By doing so, we
can uncover the minimal or sufficient conditions required for phenomena such as
spatial patterning, collective agreement, or balanced co-culturing in populations
of cells, as well as for many other phenomena that remain to be explored.

Methods

All simulations have been performed with Python 3.12.7 using MobsPy [125],
networkx, numpy, random, and scipy. Integration for the Hodgkin-Huxley ODE
model was done with solve_ivp (scipy.integrate) and the RK45 method. For
differential evolution the method differential_evolution (scipy.optimize)
was used with a custom strategy for demonstration purposes of a simple variant
and plotting. The graph library networkx was used for managing commu-
nication graphs. The butterfly graph was built according to [24, Figure 1]).
Random communication graphs were generated by creating minimum weight
spanning trees of weighted complete graphs, and directing them by BFS traver-
sal starting from the root. Three trees with different roots were generated, and,
with N = 10 being the number of agents, |log(N)]| - N = 20 edges were added
(uniform probability of an edge being in the graph). The communication se-
quence was obtained by sampling uniformly at random from the created graphs.
All averaging and averaging alternating with flooding algorithms were executed
on the same initial values (for R and R?), the same sequence of communication
graphs, and the same number of rounds (6), unless stated otherwise. MobsPy
was used to generate stochastic runs of CRNs.

All plots are generated with matplotlib. Code for all simulations and the
creation of the figures is publicly available at https://github.com/BioDisCo/
dc_bio.
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